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In this paper, we discuss the subtree-based XML data integration using the leaf-clustering based approximate XML join algorithms (LAX and SLAX) for the fragments divided from large XML documents. We propose a subtree-based integration method for integrating the matched subtree pairs determined by both LAX and SLAX. We conduct experiments to compare the effectiveness of the subtree-based integration for real large bibliography XML documents using LAX and SLAX, respectively. We show the integration result for a sample subtree from the XML document of SIGMOD record. The experimental results show that the previous proposed algorithms are effective for the subtree-based XML data integration.

1. Introduction

XML has become the de facto standard for representing and exchanging data over the World Wide Web. Recently, a large number of data, for instance bibliography data such as DBLP [11] and ACM SIGMOD Record [1], and bioinformatics data such as TrEMBL [9] and Swiss-Prot [8], are published and exchanged by XML on the Internet. However, XML documents from different data sources may have nearly or exactly the same information but may be different on structures. Besides, even the two XML documents contain the same data, both of them may have some extra information what the other does not do. Fig. 1 shows two example XML documents. These two documents are structurally different because of different DTDs, but they represent very similar information. In addition, each of them has some information what the other does not do. For example, endPage in Fig. 1 (a) and year in Fig. 1 (b).

In previous work [5], we have proposed LAX (Leaf-clustering based Approximate XML join algorithm) for measuring the approximate similarity between XML documents. In order to compare the work based on the tree edit distance [3, 4], the output of LAX is oriented to the pair of documents that has larger tree similarity degree than the user-defined threshold [5]. However, large XML documents must be divided into small fragments when they are too large to be loaded into the main memory. In this case, the target subtrees are distributed in each fragment document. Therefore, when we apply LAX to such fragment documents, the matched subtrees selected from the output pair of fragment documents that has large tree similarity degree might not be the proper one that should be integrated. To solve this problem, we have proposed an improved algorithm, SLAX (Subtree-class Leaf-clustering based Approximate XML join algorithm) in [6].

In this paper, we propose a subtree-based XML data integration method for integrating the matched subtree pairs determined by both LAX and SLAX. We conduct experiments to compare the effectiveness of the subtree-based integration for real large bibliography XML documents using LAX and SLAX, respectively. We show the integration result for a sample subtree from the XML document of SIGMOD record. The experimental results indicate that the previous proposed algorithms are effective for the subtree-based XML data integration.

The remainder of this paper is organized as follows. Section 2 briefly reviews the work related to this paper. Section 3 shortly introduces the basic knowledge of the leaf-clustering based approximate XML join algorithms. In Section 4, we propose the subtree-based integration method. In Section 5, we do experiments using real large bibliography documents and show the integration result. Finally, Section 6 concludes this paper.

2. Related Work

A well formed XML document can be parsed into an ordered labeled tree [10]. The edit distance between two ordered labeled tree is defined as the minimum cost edit operation (insertions, deletions and substitutions) required to transform one tree to another [12]. The tree edit distance is regarded as an effective metric for measuring the structural similarity in XML documents [2, 3, 7]. However, the computational cost is extremely expensive; in the worst case, it is an $O(n^4)$ operation for the document of size $n$.
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S. Guha, et al. proposed the lower and upper bound as inexpensive substitutions for the tree edit distance operation \( \tau \). However, when the upper bound is greater than the threshold \( \tau \) and the lower bound is less than \( \tau \), the tree edit distance will still must be calculated.

3. Preliminaries

3.1 LAX

Let \( T_b \) and \( T_t \) (\( b \) denotes base and \( t \) denotes target) be two XML document trees. Assume \( T_b \) and \( T_t \) are segmented into \( k_b \) and \( k_t \) subtrees \( t_b(i \leq i \leq k_b) \) and \( t_t(j \leq j \leq k_t) \), respectively. The subtree similarity degree between \( t_b \) and \( t_t \), \( SSD(t_b(i), t_t(j)) \) is defined by Equation (1), where \( n \) and \( n_t \) denote the number of matched leaf nodes (the pair of leaf nodes that has the same PCDATA value) and the total number of leaf nodes in the base subtree.

\[
SSD(t_b(i), t_t(j)) = \frac{n}{n_t} \times 100\%
\]  

The matched subtree, \( T_m(j) \) is defined as the pair of subtrees that has the maximum subtree similarity degree in a join loop. The similarity degree of \( T_m(j) \), \( S_m(j) \) can be calculated by Equation (2).

\[
S_m(j) = \max_{j=1}^{k_t} (SSD(t_b(i), t_t(j)))
\]  

The tree similarity degree between \( T_b \) and \( T_t \), \( TSD(T_b(T_t))) \) is determined by the following equation based on the mean value of the similarity degrees of matched subtrees.

\[
TSD(T_b(T_t)) = \frac{\sum_{i=1}^{k_b} S_m(i)}{k_b} \times 100\%
\]  

For two XML data sources \( S_b \) and \( S_t \), assume each document \( d_b \in S_b \) and \( d_t \in S_t \) are parsed into XML document trees \( T_b \) and \( T_t \). Let \( T_b \) and \( T_t \) be segmented into \( k_b \) and \( k_t \) subtrees \( t_b \) and \( t_t \). Given a user-defined threshold \( \tau \), LAX will output the pair of documents that has larger tree similarity degree than the threshold \( \tau \) in each join loop. It is an \( O(n^2) \) operation in the worst case for the document of size \( n \). The details of LAX are available in [5].

3.2 SLAX

When the XML documents are too large to be loaded into the main memory, they must be segmented into small fragments. Thus, when LAX is applied to such fragment documents, a mismatching problem sometimes may occur. Namely, the matched subtree selected from the output pair of documents that has larger tree similarity degree might not be the most similar one as the base one.

In [6], we have proposed SLAX to solve the mismatching problem in LAX. For two XML data sources \( S_b \) and \( S_t \), assume each document \( d_{bm} \in S_b \) and \( d_{tn} \in S_t \) are parsed into XML document trees \( T_{bm}(1 \leq m \leq K) \) and \( T_{tn}(1 \leq n \leq L) \). Let \( T_{bm} \) and \( T_{tn} \) be segmented into \( k_b \) and \( k_t \) subtrees \( t_{bm}(1 \leq i \leq k_b) \) and \( t_{tn}(1 \leq j \leq k_t) \).

The match value, \( M[n] \) for the base subtree \( t_{bm} \) and each target tree \( T_{tn}(1 \leq n \leq L) \) is defined by the following equation.

\[
M[n] = \max_{j=0}^{k_t} (SSD(t_{bm}, t_{tn}(j)))
\]  

The maximum match value, \( MMV[i] \) for the base subtree \( t_{bm} \) is defined as followings.

\[
MMV[i] = \max_{j=0}^{k_t} (M[n])
\]  

Given a user-defined threshold \( T \), SLAX will output the matched subtree pairs whose maximum match values are larger or equal to the threshold \( T \). The details of SLAX are available in [6].

4. Subtree-based XML Data Integration

In this section, we will propose a subtree-based XML data integration method for integrating the matched subtree pairs selected by LAX and SLAX.

For a matched subtree pair \( t_b \) and \( t_t \), assume \( t_b \) and \( t_t \) have \( n_b \) and \( n_t \) leaf nodes, respectively.

Definition 1 (Matched Leaf). For a pair of leaf nodes \( L_{bi} \) in \( t_b \) and \( L_{ti} \) in \( t_t \), they are matched leaves, if \( L_{bi} \) and \( L_{ti} \) have the same PCDATA value.

Definition 2 (Nonmatched Leaf). For a leaf node \( L_{bi} \) in \( t_b \), if there is not any leaf node in \( t_t \) that has the same PCDATA value as \( L_{bi} \), then \( L_{bi} \) is a nonmatched leaf.

Definition 3 (Insert Operation). For a nonmatched leaf node \( L_{bi} \) in \( t_b \), the insert operation, \( ins(L_{bi}, t_t) \) inserts the whole path from the child node of \( R_i \) to \( L_{ti} \) into \( t_t \) below its root node \( R_t \).

The procedure of the subtree-based XML data integration is illustrated in Fig. 2. Assume the number of matched leaves in the target subtree \( t_t \) is \( n_m \), the total number of leaf nodes in the integrated subtree, \( N \) can be figured out by the following equation.

\[
N = n_b + n_t - n_m
\]  

Example 1. For the matched subtree pair \( t_b \) and \( t_t \) shown in Fig. 3, the nonmatched leaf in the target subtree \( t_t \) is "1998". Therefore, the path "year" "1998" will be inserted into the base subtree \( t_b \) under its root node "article" as shown in the integrated subtree in Fig. 4.

According to Equation (6), the total number of the result subtree \( N = 3+4+3 = 4 \).
5. Experimental Evaluation

We conduct experiments to compare the effectiveness of the subtree-based integration for real large bibliography XML documents using LAX and SLAX, respectively. The experiments have been done under the environment as shown in Table 1.

In our experiments, we use a fragment file of SigmodRecord.xml [1] named sigmod.xml (240KB, about 10,000 nodes) as the base document and 20 fragments of DBLP.xml [11] named dblp1-20.xml (300KB, about 15,000 nodes) as the target ones. We sample a base subtree from sigmod.xml as shown in Fig. 5. The match values for the sample subtree and dblp1-20.xml are shown in Fig. 6 (a), and the tree similarity degrees for sigmod.xml and dblp1-20.xml are shown in Fig. 6 (b). The matched subtree for the sample one will be selected from dblp8.xml by SLAX because of the maximum match value. While the matched subtree for the sample one will be selected from dblp13.xml by LAX.

Fig. 7 shows the real XML code of the matched subtree for the sample one. From Fig. 7 (a), we can observe that the matched subtree selected from dblp8.xml by SLAX is exactly the same article as the sample subtree in Fig. 4. However, Fig. 7 (b) indicates that the matched subtree selected from dblp13.xml by LAX is not exactly the same article as the sample one but written by the same authors.

Fig. 8 indicates the integration results for the matched subtrees selected by SLAX and LAX. From Fig. 8 (a), we can see that the integration result using SLAX contains the complete information for the same article from both the base subtree and the matched target one. Although the result using LAX shown in Fig. 8 (b) indicates that the integrated subtree sometimes may not represent the same information of an identical article, it is still available for collecting valuable information, articles written by the same authors for example. Therefore, we consider that our previous proposed algorithms are effective for the subtree-based XML data integration.

6. Concluding Remarks

As more and more data are represented and exchanged by XML on the World Wide Web, an algorithm that can efficiently measure the approximate similarity between XML documents for the subtree-based integration of multiple XML documents becomes important.

In this paper, we have proposed a subtree-based XML data integration method for integrating the matched subtree pairs determined by the previous proposed leaf-clustering based approximate XML join algorithms, LAX and SLAX. We conduct experiments to compare the effectiveness of the subtree-based integration for real large bibliography XML documents using LAX and SLAX, respectively. And we show the integration result for a sample subtree from the XML document of SIGMOD record. The experimental results indicate that our previous proposed algorithms are effective for the subtree-based XML data integration.
(a) Selected from dblp8.xml by SLAX

```xml
<inproceedings xmlns="http://www.acm.org/sigmod/record/xml/"
  xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"
  xsi:schemaLocation="http://www.acm.org/sigmod/record/xml/ record.xsd">
  <title>H-trees: A Dynamic Associative Search Index for OODB.</title>
  <year>1992</year>
  <authors>Chee Chin Low</authors>
  <authors>Beng Chin Ooi</authors>
  <authors>Hongjun Lu</authors>
</inproceedings>
```

(b) Selected from dblp13.xml by LAX

Fig. 7  Real XML code of the matched subtree for the bibliography documents

(a) Integration result using SLAX

```xml
<article>
  <title>On Global Multidatabase Query Optimization</title>
  <year>1992</year>
  <authors>Hongjun Lu</authors>
  <authors>Beng Chin Ooi</authors>
  <authors>Cheng Hian Goh</authors>
  <crossref>conf/sigmod/92</crossref>
</article>
```

(b) Integration result using LAX

Fig. 8  Integration result for the sample subtree
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